***\*\* As a reminder the activity itself was carried out through Vocareum. Vocareum is a cloud-based lab environment in which students submit programming assignments and completed programming tests related to this course, Data Structures.***

**Hands-On: Testing**

This activity is designed to help improve your testing skills. Testing is an important, although not sufficient, tool used to ensure the correctness of the software that you write.

**Linear Search and the Importance of Testing**

Linear search is a search algorithm based on the *linear scan* solution strategy. As we know, there are many different ways of *expressing* this in code. Some are better or worse in subjective ways (loop form, style, etc.) and some are better or worse in objective ways (correctness, efficiency, etc.).

Here’s an expression of linear search to consider.

**public** **int** **search(int[]** a**,** **int** target**)** **{**

**int** i **=** 0**;**

**while** **((**a**[**i**]** **!=** target**)** **&&** **(**i **<** a**.**length**))** **{**

i**++;**

**}**

**if** **(**a**[**i**]** **==** target**)** **{**

**return** i**;**

**}**

**else** **{**

**return** **-**1**;**

**}**

**}**

You may see the problem right away, but this activity is designed to illustrate how testing can expose errors such as this one. We will be using the [JUnit](http://junit.org/junit4/) testing framework, so you must have that configured on the machine you’re using in order to complete this lab.

**Note:** These instructions are for the [jGRASP](https://jgrasp.org/) IDE. You can replicate this in most any IDE that you may be using.

1. Download the following files to a suitable directory on your local machine.
   * [LinearSearch1.java](https://hendrtd.github.io/comp-2210/modules/m1/hands-on/testing/src/linear-search/LinearSearch1.java)
   * [LinearSearch1Test.java](https://hendrtd.github.io/comp-2210/modules/m1/hands-on/testing/src/linear-search/LinearSearch1Test.java)
2. Open LinearSearch1.java in jGRASP and compile it.
3. Click on the *Create JUnit test file* button (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAUCAYAAACNiR0NAAAAAXNSR0IArs4c6QAAAAZiS0dEAP8A/wD/oL2nkwAAAAlwSFlzAAALEQAACxEBf2RfkQAAAAd0SU1FB9kICxUWJCTiGxoAAAGWSURBVDjLtZS7MgRBFIa/NluCJZhpgdmAZCIrJfIElAcYmVdA4T1kNlmBoN+DUKgElMsSUFjdbsUuqgXbZg3LdKlyTp3qma6Zf77zn6mGfw7rWfM/CZR6KRKUQEqQkSsJkQQpEWtrhGFYN8ZgDw83RJLk3u/79onyAFRiiGO3VmC40t0DdG2dMAzrIknmCwmJY9LJifze4wM8PqDGqp37sXG01kRRVDfGAGx8PCq+dmynplx7rt1oKNe6mJ7pZZ34nbBUglYLzi865UKtrmJbLejvB+CJJ8qiXNyykhIiN4zP1yOjmdg9d2gMfh7u7nr9Y8tqxUewgqpWnX+y6+fgIC+00RiXmmuufASHSTc3vQhn1ezP08mmvLPTpQtDAJ555pJLx6UxjvMGw6JY8Jjy0pIXYaISD8LXVwgCAN5444QGTa4ck3ZpsqyJWgFhEJCmqRdhW7U9CK0F4JgjTjnLeDrrbebhB+W22Pqd0GKZS+cK6QYoc6D2iwkbtsEeexnVrZtp3rsud1M0czqi13H4hxD/duS/Ax1yteJqm8q0AAAAAElFTkSuQmCC)) in the toolbar and select the *Use existing file* option. This will automatically select LinearSearch1Test.java as a JUnit test file for the LinearSearch1.java source file.
   * (Note for personal use: If you have multiple test files for a source file or if the test file doesn’t follow the \*Test naming convention, you should use the [*Projects*](http://jgrasp.org/tutorials187/07_Projects.pdf) feature in jGRASP.)
4. Examine the three test methods in LinearSearch1Test.
   * Note that a “test method” begins with the @Test annotation. Any method without this annotation is not considered a test method and will not be automatically called by a JUnit runner.
   * Each test method is structured according to the same pattern:
   * **int[]** a **=** *// a sample array to be searched through*
   * **int** target **=** *// a sample value to be searched for*
   * **int** expected **=** *// the correct value that should be returned*
   * **int** actual **=** **LinearSearch1.**search**(**a**,** target**)** *// the actual value that is returned*
   * assertEquals**(**expected**,** actual**);** *// check if the method returned the expected value*
   * There isn’t just one way to structure and write a test method, but following this pattern is a good idea - especially when you’re just starting out. Following this pattern offers a few advantages:
     + It’s simple and easy to remember.
     + It reinforces the one-to-one correspondence of a “test method” and a “test case”.
     + It focuses our thoughts on the purpose of a test case: To verify that the code under test performs the expected action in a *specific scenario*.
5. In the editor window for either file, run the tests (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAUCAYAAACNiR0NAAAAAXNSR0IArs4c6QAAAAZiS0dEAP8A/wD/oL2nkwAAAAlwSFlzAAALEAAACxABrSO9dQAAAAd0SU1FB9kIDAEjI55PfxoAAAGvSURBVDjLzZO/S1tRHMU/Lc0gmh82CRdB8FGeklaUgFMLQobSDiK8pVCoxdclXbMKEjOpm50Ep+cgTrZvcxLu4h5x1OHmP3gh/8Dp8gIZqq9NHPqF73D53nu+h3POhSeuZxnzEtAaOf8A+pMsjKOFBdmVFUWrqwLirAcvshiGi4swMwP5PN9ub0tZgM8z5v2bXA6MoV8sPonGJcBpry3AAfVJGQYAGAPQA27GZRb41aqLtrel01Pp4kKv5uYSoDMOWBi+e6vuXlvvl5cTINH1tdzlpY7abc2+nHWATbuRDba+ru7BgSr5fDfV0Or+XoC+fvmsM3umY3usQ3uoFPTRsvHOjiqFwhAMwGow0AijzkhnmlRPL47mzQ40GLrcmDg3nu+5O93pl/upzdamjG8cEI6LF+5H+/reacp4RltHW9p1u9qINlTwC//MuP567U1ylVypWCkONQ0BWwtrCpJAuUqumwXSAGy5WrYfP31IYhdraW0p+YP4rVpUUzksD80KHnS5l/R0Ep+o2Wlq3p9/8LtNN6ZlrNGUnXo0PvbcnguIAC9L37+JT5Bu8/hf6jciv6zhWO75zQAAAABJRU5ErkJggg==)).
   * Note that running a JUnit test file is different than running a source file. A class that is internal to JUnit and known as a “runner” is actually what is being executed. The runner calls the test methods inside the test file.
6. Explore the JUnit test window that pops up, and notice that all tests pass.
7. Of course we know already that there is an error in the linear search implementation, so let’s pause to consider exactly what testing can tell us. As [Edsger Dijkstra](https://en.wikipedia.org/wiki/Edsger_W._Dijkstra) wrote in [*Notes on Structured Programming*](http://www.eng.auburn.edu/~hendrtd/comp2210/readings/EWD249.pdf)

Program testing can be used to show the presence of bugs, but never to show their absence!

So the usefulness of tests is directly proportional to their strength, rigor, and comprehensiveness. If a set of tests is weak and superficial, then passing 100% of them means very little. But passing a set of very well thought-out and rigorous tests means much more. We can never demonstrate through testing that a program is *correct*, but we can increase our confidence in the program and its likelihood of being correct.

1. Add test methods to LinearSearch1Test until you have exposed the error in the search method of LinearSearch1.
2. Now that you have exposed the error, be sure that you can *describe it in words*. Observing that a test case failed isn’t enough. Stating that “searching for 5 caused an IndexOutOfBoundsException” isn’t enough. Before you can hope to repair the error, you have to *understand the underlying cause* of test case failure. What is it about 5, for example, that makes the test case fail?
   * This is a good opportunity to discuss this with a someone else. Try to describe the error to each other and see if you agree with one another’s description.
3. Based on your understanding of the problem, modify the search method in LinearSearch1 to eliminate the error.
   * There are many ways to correct the error, including a total re-write of the method. For now, let’s avoid that. Try to correct the error by relying on the [short-circuit evaluation](http://stackoverflow.com/questions/8759868/java-logical-operator-short-circuiting) of the && operator in Java.
   * It’s worth noting that relying on short-circuit evaluation [might not be the best solution](https://en.wikipedia.org/wiki/Short-circuit_evaluation).
4. By now you will have noticed that the same error is made at two different locations in the method. So, you will have to make at least two changes to the search method to eliminate the error.

**Linear Search Reconsidered**

Linear search is a particular instance of the *linear scan* solution strategy. In our particular case we are performing a linear scan of an array. In given programming languages, there are common [*idioms*](https://en.wikipedia.org/wiki/Idiom_(language_structure)) for doing things like scanning an array. These idioms, or common and accepted ways of expressing things, have developed over long use by practicing professionals. They’re not only the expected way of expressing something, but they often can be less error-prone than alternative expressions.

The most basic form of a linear scan on an array in Java uses the foreach loop.

**for** **(int** elem **:** a**)** **{**

*// do something with this element*

**}**

This form is not appropriate if the index of the element is needed. In that case, the following form is appropriate.

**for** **(int** i **=** 0**;** i **<** a**.**length**;** i**++)** **{**

*// do something with element a[i]*

**}**

One or both of these forms are appropriate for many linear scans of an array, but not all. **Think of an example where this form would not be a good choice for performing a linear scan of an array.**

Since the version of linear search we’re writing needs to return the location (index) of the target element in a, the second form is the one we will choose to use.

1. Download the following files to a suitable directory on your local machine.
   * [LinearSearch2.java](https://hendrtd.github.io/comp-2210/modules/m1/hands-on/testing/src/linear-search/LinearSearch2.java)
   * [LinearSearch2Test.java](https://hendrtd.github.io/comp-2210/modules/m1/hands-on/testing/src/linear-search/LinearSearch2Test.java)
2. Open LinearSearch2.java in jGRASP and compile it.
   * Note that the search method has been rewritten using the conventional for loop form of the linear scan solution strategy.
3. Click on the *Create JUnit test file* button (![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAUCAYAAACNiR0NAAAAAXNSR0IArs4c6QAAAAZiS0dEAP8A/wD/oL2nkwAAAAlwSFlzAAALEQAACxEBf2RfkQAAAAd0SU1FB9kICxUWJCTiGxoAAAGWSURBVDjLtZS7MgRBFIa/NluCJZhpgdmAZCIrJfIElAcYmVdA4T1kNlmBoN+DUKgElMsSUFjdbsUuqgXbZg3LdKlyTp3qma6Zf77zn6mGfw7rWfM/CZR6KRKUQEqQkSsJkQQpEWtrhGFYN8ZgDw83RJLk3u/79onyAFRiiGO3VmC40t0DdG2dMAzrIknmCwmJY9LJifze4wM8PqDGqp37sXG01kRRVDfGAGx8PCq+dmynplx7rt1oKNe6mJ7pZZ34nbBUglYLzi865UKtrmJbLejvB+CJJ8qiXNyykhIiN4zP1yOjmdg9d2gMfh7u7nr9Y8tqxUewgqpWnX+y6+fgIC+00RiXmmuufASHSTc3vQhn1ezP08mmvLPTpQtDAJ555pJLx6UxjvMGw6JY8Jjy0pIXYaISD8LXVwgCAN5444QGTa4ck3ZpsqyJWgFhEJCmqRdhW7U9CK0F4JgjTjnLeDrrbebhB+W22Pqd0GKZS+cK6QYoc6D2iwkbtsEeexnVrZtp3rsud1M0czqi13H4hxD/duS/Ax1yteJqm8q0AAAAAElFTkSuQmCC)) in the toolbar and select the *Use existing file* option. This will automatically select LinearSearch2Test.java as a JUnit test file for the LinearSearch2.java source file.
4. Not only has the search method been rewritten, but the test cases have been expanded as well. The test cases have been grouped into *boundary* cases, *typical* cases, and *special* cases.
5. Run these tests on the revised linear search implementation. Make changes in the code under test and the tests themselves until you are familiar and comfortable with writing and working with JUnit tests.

**Testing a min method**

1. Download the following file to a suitable directory on your local machine.
   * [MinOfThree.java](https://hendrtd.github.io/comp-2210/modules/m1/hands-on/testing/src/min/MinOfThree.java)
2. Open MinOfThree.java and compile it.
   * Read and study the two implementations of minimum: min1() and min2(). Think about the following questions.
     1. *Which method is easier to understand?*
     2. *Which method do you think stands a better chance of being correct, just from its appearance?*
     3. *Are there any errors that are obvious just from reading the code?*
3. Create a JUnit test file named MinOfThreeTest.java for this class.
4. Write a set of test methods that will help you decide on the correctness of both the MinOfThree.min1() method and the MinOfThree.min2() method.
5. Correct all errors that your testing exposes.
6. Once you are satisfied with the results of your testing and debugging, reflect on your answers to the three questions asked above in light of the work you’ve done.

**Submission**

The submission page for this activity asks you to demonstrate the result of your testing and debugging work by submitting a corrected version of MinOfThree.java for a grade.